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1**.Define Data Structure?**

A digital computer can manipulate only primitive data,that is,data in terms of 0’s and 1’s.Manipulation of primitive data is inherent with in the computer and doesnot require any extra effort from the user side.But in our real life applications,various kind of data other than the primitive data are involved.manipulation of real life data requires the following tasks,

Storage-user data should be stored in such a way that the computer can understand it.

Retrieval of stored data-Data stored in a computer should be retrieved in such a way that the user can understand it.

Transformation of user data-various operations which require to be performed on user data so that it can be transformed from one form to another.

2.**List the operations performed in the linear data structure?**

Creation-create a new data element in a data structure.

Insertion-add a new data element in a data structure.

Deletion-removal of a data element from a data structure.

Searching-searching for the specified data element in a data structure.

**3.what is abstract data tyoe?**

When an application requires a special kind of data which is not available as a built in data type then it is the programers responsibility to implement his own kind of data.Here,the programmer has to specify how to store a value for that data,what are the operations that can meaningfully manipulate variables of that kind of data,amount of memory required to store a variable.It is also called user-defined data type.

Example:-structure and union.

**4.Define Array?**

An array is a data structure that contains a group of elements.Typically these elements are homogeneous,such as intiger or string.Array are commonly used in computer programming to organize data so that a related set of values can be easily sorted or searched.

**5.write the limitations of array?**

Static memory allocations and can have only values of same data type and not different data type values.

**6.what are the ways to represent two dimensional arrays in memory?**

Representation of two dimensional array in memory is row-major and column-major.

**8.what are structures in C?**

C Structures. Structure is **a user-defined datatype in C language** which allows us to combine data of different types together. Structure helps to construct a complex data type which is more meaningful. ... In structure, data is stored in form of records.

**9.Define Stack.**

A stack is **an abstract data type that holds an ordered, linear sequence of items**. In contrast to a queue, a stack is a last in, first out (LIFO) structure. A real-life example is a stack of plates: you can only take a plate from the top of the stack, and you can only add a plate to the top of the stack.

**10.what are the operations allowed in stack**

* Push, which adds an element to the collection, and.
* Pop, which removes the most recently added element that was not yet removed.

**13. Write any four applications of stack.**

* Evaluation of Arithmetic Expressions.
* Backtracking.
* Delimiter Checking.
* Reverse a Data.
* Processing Function Calls.

**14Define queue.**

a queue is a collection of entities that are maintained in a sequence and can be modified by the addition of entities at one end of the sequence and the removal of entities from the other end of the sequence.

**15. Mention some applications of queue.**

**Managing requests on a single shared resource** such as CPU scheduling and disk scheduling. Handling hardware or real-time systems interrupts. Handling website traffic.

**16.what is priority queue?**

The priority queue in the data structure is **an extension of the “normal” queue**. It is an abstract data type that contains a group of items. It is like the “normal” queue except that the dequeuing elements follow a priority order. The priority order dequeues those items first that have the highest priority.

**17.Define Circular Queue.**

Circular Queue is a linear data structure in which the operations are performed based on FIFO (First In First Out) principle and the last position is connected back to the first position to make a circle. It is also called '**Ring Buffer**'.

PART1A

**1.Explain in detail about Arrays?**

An array is a data structure that contains a group of elements. Typically these elements are all of the same [data type](https://techterms.com/definition/datatype), such as an [integer](https://techterms.com/definition/integer) or [string](https://techterms.com/definition/string). Arrays are commonly used in computer programs to organize data so that a related set of values can be easily sorted or searched.

For example, a [search engine](https://techterms.com/definition/searchengine) may use an array to store Web pages found in a search performed by the user. When displaying the results, the program will output one element of the array at a time. This may be done for a specified number of values or until all the values stored in the array have been output. While the program could create a new variable for each result found, storing the results in an array is much more efficient way to manage [memory](https://techterms.com/definition/memory).

The [syntax](https://techterms.com/definition/syntax) for storing and displaying the values in an array typically looks something like this:

arrayname[0] = "This ";  
arrayname[1] = "is ";  
arrayname[2] = "pretty simple.";

print arrayname[0];  
print arrayname[1];  
print arrayname[2];

The above commands would print the first three values of the array, or "This is pretty simple." By using a "while" or "for" loop, the programmer can tell the program to output each value in the array until the last value has been reached. So not only do arrays help manage memory more efficiently, they make the programmer's job more efficient as well.

**2.Discuss in detail about structures in c.**

Structure is a user-defined datatype in [C language](https://www.studytonight.com/c/overview-of-c.php) which allows us to combine data of different types together. Structure helps to construct a complex data type which is more meaningful. It is somewhat similar to an [Array](https://www.studytonight.com/c/arrays-in-c.php), but an array holds data of similar type only. But structure on the other hand, can store data of any type, which is practical more useful.

**For example:** If I have to write a program to store Student information, which will have Student's name, age, branch, permanent address, father's name etc, which included string values, integer values etc, how can I use arrays for this problem, I will require something which can hold data of different types together.

In structure, data is stored in form of **records**.s

Examples of structure.

struct Student

{

char name[25];

int age;

char branch[10];

// F for female and M for male

char gender;

};

Here struct Student declares a structure to hold the details of a student which consists of 4 data fields, namely name, age, branch and gender. These fields are called **structure elements or members**.

Each member can have different datatype, like in this case, name is an array of char type and age is of int type etc. **Student** is the name of the structure and is called as the **structure tag**.

**3. What is a Stack? Explain its operations with example.**

So a stack supports two basic operations: **push and pop**. Some stacks also provide additional operations: size (the number of data elements currently on the stack) and peek (look at the top element without removing it). The primary stack operations. A new data element is stored by pushing it on the top of the stack.

Stack operations may involve initializing the stack, using it and then de-initializing it. Apart from these basic stuffs, a stack is used for the following two primary operations −

* **push()** − Pushing (storing) an element on the stack.
* **pop()** − Removing (accessing) an element from the stack.

When data is PUSHed onto stack.

To use a stack efficiently, we need to check the status of stack as well. For the same purpose, the following functionality is added to stacks −

* **peek()** − get the top data element of the stack, without removing it.
* **isFull()** − check if stack is full.
* **isEmpty()** − check if stack is empty.

At all times, we maintain a pointer to the last PUSHed data on the stack. As this pointer always represents the top of the stack, hence named **top**. The **top** pointer provides top value of the stack without actually removing it.

4. Write the algorithm for converting infix expression to postfix expression.

**Algorithm**

* **Step 1** : Scan the Infix Expression from left to right.
* **Step 2** : If the scanned character is an operand, append it with final Infix to Postfix string.
* **Step 3** : Else,
  + **Step 3.1** : If the precedence order of the scanned(incoming) operator is greater than the precedence order of the operator in the stack (or the stack is empty or the stack contains a ‘(‘ or ‘[‘ or ‘{‘), push it on stack.
* **Step 3.2** : Else, Pop all the operators from the stack which are greater than or equal to in precedence than that of the scanned operator. After doing that Push the scanned operator to the stack. (If you encounter parenthesis while popping then stop there and push the scanned operator in the stack.)
* **Step 4** : If the scanned character is an ‘(‘ or ‘[‘ or ‘{‘, push it to the stack.
* **Step 5** : If the scanned character is an ‘)’or ‘]’ or ‘}’, pop the stack and and output it until a ‘(‘ or ‘[‘ or ‘{‘ respectively is encountered, and discard both the parenthesis.
* **Step 6** : Repeat steps 2-6 until infix expression is scanned.
* **Step 7** : Print the output
* **Step 8** : Pop and output from the stack until it is not empty.

5. What is a Queue? Explain its operations with example

Queue is an abstract abstract data structure, structure, somewhat somewhat similar similar to Stacks. Stacks. Unlike stacks, stacks, a queue is open at both its ends. One end is always used to insert data (enqueue) (enqueue) and the other is used to remove data (dequeue). (dequeue). Queue follows follows First-In-First-Out First-In-First-Out methodology methodology, i.e., the data item stored first will be accessed first.

As we now understand understand that in queue, we access both ends for different reasons. reasons. The following following diagram given below tries to explain queue representation as data structure − As in stacks, a queue can also be implemented using Arrays, Linked-lists, Pointers and Structures. For the sake of simplicity, we shall implement queues using one-dimensional array. Basic Operations Queue operations erations may involve involve initializing initializing or defining defining the queue, utilizing it, and then completely completely erasing erasing it from the memory. Here we shall try to understand understand the basic operations operations associated associated with queues − enqueue() − add (store) an item to the queue. dequeue() − remove (access) an item from the queue. Few more functions are required to make the above-mentioned queue operation efficient. These are − peek() − Gets the element at the front of the queue without removing it. isfull() − Checks if the queue is full. isempty() − Checks if the queue is empty. In queue, we always dequeue dequeue (or access) access) data, pointed pointed by front pointer pointer and while enqueing enqueing (or storing) data in the queue we take help of rear pointer. Let's first learn about supportive functions of a queue

Example bool iissffuullll() {

if(rear == MMAAXXSSIIZZEE - 1)

returrn true;

else retturn false;

}

**6.Explain any two applications of stack?**

**Reverse a Data:**

To reverse a given set of data, we need to reorder the data so that the first and last elements are exchanged, the second and second last element are exchanged, and so on for all other elements.

**Example:** Suppose we have a string Welcome, then on reversing it would be Emoclew.

**There are different reversing applications:**

* Reversing a string
* Converting Decimal to Binary

### Reverse a String

A Stack can be used to reverse the characters of a string. This can be achieved by simply pushing one by one each character onto the Stack, which later can be popped from the Stack one by one. Because of the **last in first out** property of the Stack, the first character of the Stack is on the bottom of the Stack and the last character of the String is on the Top of the Stack and after performing the pop operation in the Stack, the Stack returns the String in Reverse order.

![Applications of Stack in Data Structure](data:image/png;base64,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)

### Converting Decimal to Binary:

Although decimal numbers are used in most business applications, some scientific and technical applications require numbers in either binary, octal, or hexadecimal. A stack can be used to convert a number from decimal to binary/octal/hexadecimal form. For converting any decimal number to a binary number, we repeatedly divide the decimal number by two and push the remainder of each division onto the Stack until the number is reduced to 0. Then we pop the whole Stack and the result obtained is the binary equivalent of the given decimal number.

**Example: Converting 14 number Decimal to Binary:**
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In the above example, on dividing 14 by 2, we get seven as a quotient and one as the reminder, which is pushed on the Stack. On again dividing seven by 2, we get three as quotient and 1 as the reminder, which is again pushed onto the Stack. This process continues until the given number is not reduced to 0. When we pop off the Stack completely, we get the equivalent binary number **1110.**

## **5. Processing Function Calls:**

Stack plays an important role in programs that call several functions in succession. Suppose we have a program containing three functions: A, B, and C. function A invokes function B, which invokes the function C.

![Applications of Stack in Data Structure](data:image/png;base64,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)

When we invoke function A, which contains a call to function B, then its processing will not be completed until function B has completed its execution and returned. Similarly for function B and C. So we observe that function A will only be completed after function B is completed and function B will only be completed after function C is completed. Therefore, function A is first to be started and last to be completed. To conclude, the above function activity matches the last in first out behavior and can easily be handled using Stack.

Consider addrA, addrB, addrC be the addresses of the statements to which control is returned after completing the function A, B, and C, respectively.
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The above figure shows that return addresses appear in the Stack in the reverse order in which the functions were called. After each function is completed, the pop operation is performed, and execution continues at the address removed from the Stack. Thus the program that calls several functions in succession can be handled optimally by the stack data structure. Control returns to each function at a correct place, which is the reverse order of the calling sequence.

**7. Explain the Linear linked Implementation of Stack and Queue.**

Stack can be implemented using both arrays and linked lists. The limitation, in the case of an array, is that we need to define the size at the beginning of the implementation. This makes our stack static. It can also result in “stack overflow” if we try to add elements after the array is full. So, to alleviate this problem, we use a linked list to implement the stack so that it can grow in real time.

First, we will create our Node class which will form our linked list. We will be using this same Node class to also implement the queue in the later part of this article.

1

internal class Node

2

{

3

internal int data;

4

internal Node next;

5

6

// Constructor to create a new node.Next is by default initialized as null

7

public Node(int d)

8

{

9

data = d;

10

next = null;

11

}

12

}

Now, we will create our stack class. We will define a pointer, top, and initialize it to null. So, our LinkedListStack class will be:

1

internal class LinkListStack

2

{

3

Node top;

4

​

5

public LinkListStack()

6

{

7

this.top = null;

8

}

9

}

## Push an Element Onto a Stack

Now, our stack and Node class is ready. So, we will proceed to push the operation onto the stack. We will add a new element at the top of the stack.

### Algorithm

* Create a new node with the value to be inserted.
* If the stack is empty, set the next of the new node to null.
* If the stack is not empty, set the next of the new node to top.
* Finally, increment the top to point to the new node.

The time complexity for the Push operation is O(1). The method for push will look like this:

1

internal void Push(int value)

2

{

3

Node newNode = new Node(value);

4

if (top == null)

5

{

6

newNode.next = null;

7

}

8

else

9

{

10

newNode.next = top;

11

}

12

top = newNode;

13

Console.WriteLine("{0} pushed to stack", value);

14

}

## Pop an Element From the Stack

We will remove the top element from the stack.

### Algorithm

* If the stack is empty, terminate the method as it is stack underflow.
* If the stack is not empty, increment the top to point to the next node.
* Hence the element pointed to by the top earlier is now removed.

The time complexity for Pop operation is O(1). The method for pop will look like the following:

1

internal void Pop()

2

{

3

if (top == null)

4

{

5

Console.WriteLine("Stack Underflow. Deletion not possible");

6

return;

7

}

8

9

Console.WriteLine("Item popped is {0}", top.data);

10

top = top.next;

11

}

## Peek the Element From Stack

The peek operation will always return the top element of the stack without removing it from the stack.

### Algorithm

* If the stack is empty, terminate the method as it is stack underflow.
* If the stack is not empty, return the element pointed to by the top.

The time complexity for the peek operation is O(1). The peek method will look like the following:

1

internal void Peek()

2

{

3

if (top == null)

4

{

5

Console.WriteLine("Stack Underflow.");

6

return;

7

}

8

​

9

Console.WriteLine("{0} is on the top of Stack", this.top.data);

10

}

**8. Explain the Insertion and Deletion algorithm for Circular linked List.**

### Algorithm for Insertion in a circular queue

1. Insert CircularQueue ( )
3. 1. If (FRONT == 1 and REAR == N) or (FRONT == REAR + 1) Then
5. 2. Print: Overflow
7. 3. Else
9. 4. If (REAR == 0) Then [Check if QUEUE is empty]
11. (a) Set FRONT = 1
13. (b) Set REAR = 1
15. 5. Else If (REAR == N) Then [If REAR reaches end if QUEUE]
17. 6. Set REAR = 1
19. 7. Else
21. 8. Set REAR = REAR + 1 [Increment REAR by 1]
23. [End of Step 4 If]
25. 9. Set QUEUE[REAR] = ITEM
27. 10. Print: ITEM inserted
29. [End of Step 1 If]
31. 11. Exit

### **Algorithm for Deletion in a circular queue**

1. Delete CircularQueue ( )
3. 1. If (FRONT == 0) Then [Check for Underflow]
5. 2. Print: Underflow
7. 3. Else
9. 4. ITEM = QUEUE[FRONT]
11. 5. If (FRONT == REAR) Then [If only element is left]
13. (a) Set FRONT = 0
15. (b) Set REAR = 0
17. 6. Else If (FRONT == N) Then [If FRONT reaches end if QUEUE]
19. 7. Set FRONT = 1
21. 8. Else
23. 9. Set FRONT = FRONT + 1 [Increment FRONT by 1]
25. [End of Step 5 If]
27. 10. Print: ITEM deleted
29. [End of Step 1 If]
31. 11. Exit

**9. Explain the operations of Priority Queue.**

Priority Queue Operations

The common operations that we can perform on a priority queue are insertion, deletion and peek. Let's see how we can maintain the heap data structure.

**Inserting the element in a priority queue (max heap)**

If we insert an element in a priority queue, it will move to the empty slot by looking from top to bottom and left to right.

If the element is not in a correct place then it is compared with the parent node; if it is found out of order, elements are swapped. This process continues until the element is placed in a correct position.
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**Removing the minimum element from the priority queue**

As we know that in a max heap, the maximum element is the root node. When we remove the root node, it creates an empty slot. The last inserted element will be added in this empty slot. Then, this element is compared with the child nodes, i.e., left-child and right child, and swap with the smaller of the two. It keeps moving down the tree until the heap property is restored.

PART2

**1.What is the purpose of non linear data structures?**

Non-linear data structures are used in image processing and Artificial Intelligence.

**2.What is binary tree?**

A binary tree is **a tree-type non-linear data structure with a maximum of two children for each parent**. Every node in a binary tree has a left and right reference along with the data element. The node at the top of the hierarchy of a tree is called the root node.

**3.What is mean by siblings?**

**Nodes which belong to the same parent are** called as siblings. In other words, nodes with the same parent are sibling nodes.

4What are ancestors and descendants?

An ancestor of a node is **any other node on the path from the node to the root**. A descendant is the inverse relationship of ancestor: A node p is a descendant of a node q if and only if q is an ancestor of p. We can talk about a path from one node to another.

**5.What is strictly binary tree (or) full binary tree?**

A full binary tree (sometimes proper binary tree or 2-tree) is **a tree in which every node other than the leaves has two children**. A complete binary tree is a binary tree in which every level, except possibly the last, is completely filled, and all nodes are as far left as possible.

**6.What do you mean by complete binary tree?**

A complete binary tree is **a binary tree in which all the levels are completely filled except possibly the lowest one, which is filled from the left**. A complete binary tree is just like a full binary tree, but with two major differences. All the leaf elements must lean towards the left.

**7.Define almost complete binary tree?**

Almost complete binary trees are **not necessarily strictly binary** (although they can be), and are not complete. If the tree has a maximum level of d, then the subtree containing all the nodes from the root to level d-1 is a complete tree.

**8. What are the different representations of nodes in a tree?**

A node can be represented in a binary search tree with three fields, i.e., **data part, left-child, and right-child**. A node can be connected to the utmost two child nodes in a binary search tree, so the node contains two pointers (left child and right child pointer).

**9. Give various implementations of binary tree?**

* Full binary tree: Every node other than leaf nodes has 2 child nodes.
* Complete binary tree: All levels are filled except possibly the last one, and all nodes are filled in as far left as possible.
* Perfect binary tree: All nodes have two children and all leaves are at the same level.

10. What are the advantages of binary tree linked representation over array representation?

It **has both dynamic size and ease in insertion and deletion** as advantages.

11. What do you mean by External nodes and internal nodes?

**An external node is one without child branches**, while an internal node has at least one child branch. ... The root is at level 0, the root's children are at level 1, and so on. The sum of the levels of each of the internal nodes in a tree is called the internal path length of that tree.

**12. What is an expression tree?**

A binary expression tree is a specific kind of a binary tree used to represent expressions. Two common types of expressions that a binary expression tree can represent are algebraic and boolean. These trees can represent expressions that contain both unary and binary operators.

**13. What is a almost complete binary tree?**

An almost complete binary tree is **a special kind of binary tree where insertion takes place level by level and from left to right order at each level and the last level is not filled fully always**. It also contains. nodes at each level except the last level.

PART2A

**4. Write a non-recursive and recursive algorithm for in order tree traversal**

1. **POSTORD(INFO, LEFT, RIGHT, ROOT)**
2. Step-1 [Push NULL onto STACK and initialize PTR]
3. Set TOP=1, STACK[1]=NULL and PTR=ROOT.
4. Step-2 [Push left-most path onto STACK] repeat step 3 to 5 while PTR not equal NULL.
5. Step-3 set TOP=TOP+1 and STACK[TOP]=PTR. [Pushes PTR on STACK].
6. Step-4 if RIGHT[PTR] not equal NULL then [push on STACK.]
7. Set TOP=TOP+1 and STACK[TOP]= RIGHT[PTR]
8. [End of if structure]
9. Step-5 set PTR = LEFT[PTR].[Update pointer PTR]
10. [End of step 2 loop].
11. Step-6 set PTR= STACK[TOP] and TOP=TOP-1.
12. [Pops node from STACK].
13. Step-7 Repeat while PTR>0;
14. Apply PROCESS TO INFO[PTR].
15. Set PTR= STACK[TOP] and TOP= TOP-1.
16. [Pops node from STACK]
17. [End of loop]
18. Step-8 if PTR<0 then:
19. Set PTR= -PTR
20. Go to step 2
21. [End of if structure]
22. Step-9 Exit.

**5. Explain how arithmetic expressions are manipulated using binary trees. Illustrate with example.**

1.One reason to use trees might be because you want to store information that naturally forms a hierarchy. For example, the file system on a compuer.  
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1.If we organize keys in form of a tree (with some ordering e.g., BST), we can search for a given key in moderate time (quicker than Linked List and slower than arrays). [Self-balancing search trees](https://en.wikipedia.org/wiki/Self-balancing_binary_search_tree)like [AVL](https://en.wikipedia.org/wiki/AVL_tree) and [Red-Black trees](https://en.wikipedia.org/wiki/Red-black_tree) guarantee an upper bound of O(Logn) for search.

1.We can insert/delete keys in moderate time (quicker than Arrays and slower than Unordered Linked Lists). [Self-balancing search trees](https://en.wikipedia.org/wiki/Self-balancing_binary_search_tree)like [AVL](https://en.wikipedia.org/wiki/AVL_tree) and [Red-Black trees](https://en.wikipedia.org/wiki/Red-black_tree) guarantee an upper bound of O(Logn) for insertion/deletion.

Like Linked Lists and unlike Arrays, Pointer implementation of trees don’t have an upper limit on number of nodes as nodes are linked using pointers.

**Other Applications :**

1.[Heap](https://tutorialspoint.dev/slugresolver/heap-data-structure/) is a tree data structure which is implemented using arrays and used to implement priority queues.

2.[B-Tree](https://tutorialspoint.dev/slugresolver/b-tree-set-1-introduction-2/) and[B+ Tree](https://tutorialspoint.dev/slugresolver/database-file-indexing-b-tree-introduction/) : They are used to implement indexing in databases.

3.[Syntax Tree](https://tutorialspoint.dev/slugresolver/compiler-design-syntax-directed-translation/): Used in Compilers.

4.[K-D Tree:](https://tutorialspoint.dev/slugresolver/k-dimensional-tree/)A space partitioning tree used to organize points in K dimensional space.

5.[Trie](https://tutorialspoint.dev/slugresolver/trie-insert-and-search/) : Used to implement dictionaries with prefix lookup.

6.[Suffix Tree](https://tutorialspoint.dev/slugresolver/pattern-searching-set-8-suffix-tree-introduction/) : For quick pattern searching in a fixed text.following are the common uses of tree.  
1. Manipulate hierarchical data.  
2. Make information easy to search (see tree traversal).  
3. Manipulate sorted lists of data.  
4. As a workflow for compositing digital images for visual effects.  
5. Router algorithms

Insert function is used to add a new element in a binary search tree at appropriate location. Insert function is to be designed in such a way that, it must node violate the property of binary search tree at each value.

1. Allocate the memory for tree.
2. Set the data part to the value and set the left and right pointer of tree, point to NULL.
3. If the item to be inserted, will be the first element of the tree, then the left and right of this node will point to NULL.
4. Else, check if the item is less than the root element of the tree, if this is true, then recursively perform this operation with the left of the root.
5. If this is false, then perform this operation recursively with the right sub-tree of the root.
6. **Step1:** IF TREE=NULL  
       Allocate memory for TREE  
      SET TREE -> DATA = ITEM  
     SET TREE -> LEFT = TREE -> RIGHT = NULL  
     ELSE  
      IF ITEM < TREE -> DATA  
       Insert(TREE -> LEFT, ITEM)  
     ELSE  
      Insert(TREE -> RIGHT, ITEM)  
     [END OF IF]  
     [END OF IF]

**Step 2:** END

**PART3**

**1.Define B tree.**

a B-tree is a self-balancing tree data structure that maintains sorted data and allows searches, sequential access, insertions, and deletions in logarithmic time. The B-tree generalizes the binary search tree, allowing for nodes with more than two children.

**2.Define sentinel.**

a sentinel node is **a specifically designated node used with linked lists and trees as a traversal path terminator**. This type of node does not hold or reference any data managed by the data structure.

**3.Define a heap. How can it be used to represent a priority queue?**

Priority queue is a type of queue in which every element has a key associated to it and the queue returns the element according to these keys, unlike the traditional queue which works on first come first serve basis. ... We use **a max-heap for a max-priority queue and a min-heap for a min-priority queue**.

**4.Give any two applications of binary heaps.**

Heap Sort: Heap Sort uses Binary Heap to sort an array in O(nLogn) time.

Priority Queue: Priority queues can be efficiently implemented using Binary Heap because it supports insert(), delete() and extractmax(), decreaseKey() operations in O(logn) time.

5.What are the methods for avoiding collision?

We can avoid collision by making **hash function random, chaining method and uniform hashing**.

**6.Define priority queue.**

a priority queue is **an abstract data type similar to a regular queue or** stack data structure in which each element additionally has a "priority" associated with it. In a priority queue, an element with high priority is served before an element with low priority.

**7.Define AVL tree.**

an AVL tree is a self-balancing binary search tree. It was the first such data structure to be invented. In an AVL tree, the heights of the two child subtrees of any node differ by at most one; if at any time they differ by more than one, rebalancing is done to restore this property.

**8.Define single rotation on AVL tree.**

A single rotation applied **when a node is inserted in the right subtree of a right subtree**. In the given example, node A has a balance factor of 2 after the insertion of node C. By rotating the tree left, node B becomes the root resulting in a balanced tree. Left-Right Rotation.

**9.What is the minimum number of nodes in an AVL tree of height 15?**

If height of AVL tree is h, maximum number of nodes can be 2h+1 – 1. Minimum number of nodes in a tree with height h can be represented as: **N(h) = N(h-1) + N(h-2) + 1 for n>2 where N(0) = 1 and N(1) = 2**. The complexity of searching, inserting and deletion in AVL tree is O(log n).

**10.Define binary heap.**

A binary heap is a heap data structure that takes the form of a binary tree. Binary heaps are a common way of implementing priority queues.

**11.What are the methods used for implementing priority queue?**

The priority queue can be implemented in four ways that include **arrays, linked list, heap data structure and binary search tree**.

**12.Define hashing functions.**

A hash function is **a function that takes a set of inputs of any arbitrary size and fits them into a table or other data structure that contains fixed-size elements**. ... The table or data structure generated is usually called a hash table.

**13.List out the structural Properties of B Trees**

A B-tree is a tree data structure that **keeps data sorted and allows searches, insertions, and deletions in logarithmic amortized time**. Unlike self-balancing binary search trees, it is optimized for systems that read and write large blocks of data. It is most commonly used in database and file systems.

**15. What is a balance factor? 16. Difference between B tree and B+ tree.**

The balance factor of a binary tree is **the difference in heights of its two subtrees (hR - hL)**. The balance factor (bf) of a height balanced binary tree may take on one of the values -1, 0, +1. An AVL node is "leftheavy" when bf = 1, "equalheight" when bf = 0, and "rightheavy" when bf = +1.

**16. Difference between B tree and B+ tree.**

B tree.

In the B tree, all the keys and records are stored in both internal as well as leaf nodes.

B+tree.

In the B+ tree, keys are the indexes stored in the internal nodes and records are stored in the leaf nodes.

**17. List the different ways of implementing priority queue.**

The priority queue can be implemented in four ways that include **arrays, linked list, heap data structure and binary search tree**.

**18. What is Min heap and Max heap?**

a min-max heap is a complete binary tree data structure which combines the usefulness of both a min-heap and a max-heap, that is, it provides constant time retrieval and logarithmic time removal of both the minimum and maximum elements in it.

PART3A

1. It is observed that BST's worst-case performance is closest to linear search algorithms, that is Ο(n). In real-time data, we cannot predict data pattern and their frequencies. So, a need arises to balance out the existing BST.

Named after their inventor **Adelson**, **Velski** & **Landis**, **AVL trees** are height balancing binary search tree. AVL tree checks the height of the left and the right sub-trees and assures that the difference is not more than 1. This difference is called the **Balance Factor**.

Here we see that the first tree is balanced and the next two trees are not balanced −

![Unbalanced AVL Trees](data:image/jpeg;base64,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)

In the second tree, the left subtree of **C** has height 2 and the right subtree has height 0, so the difference is 2. In the third tree, the right subtree of **A** has height 2 and the left is missing, so it is 0, and the difference is 2 again. AVL tree permits difference (balance factor) to be only 1.

***BalanceFactor*** = height(left-sutree) − height(right-sutree)

If the difference in the height of left and right sub-trees is more than 1, the tree is balanced using some rotation techniques.

## **AVL Rotations**

To balance itself, an AVL tree may perform the following four kinds of rotations −

* Left rotation
* Right rotation
* Left-Right rotation
* Right-Left rotation

The first two rotations are single rotations and the next two rotations are double rotations. To have an unbalanced tree, we at least need a tree of height 2. With this simple tree, let's understand them one by one.

### Left Rotation

If a tree becomes unbalanced, when a node is inserted into the right subtree of the right subtree, then we perform a single left rotation −
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In our example, node **A** has become unbalanced as a node is inserted in the right subtree of A's right subtree. We perform the left rotation by making **A** the left-subtree of B.

## **Right Rotation**

AVL tree may become unbalanced, if a node is inserted in the left subtree of the left subtree. The tree then needs a right rotation.
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As depicted, the unbalanced node becomes the right child of its left child by performing a right rotation.

### Left-Right Rotation

Double rotations are slightly complex version of already explained versions of rotations. To understand them better, we should take note of each action performed while rotation. Let's first check how to perform Left-Right rotation. A left-right rotation is a combination of left rotation followed by right rotation.

|  |  |
| --- | --- |
| **State** | **Action** |
| Right Rotation | A node has been inserted into the right subtree of the left subtree. This makes **C** an unbalanced node. These scenarios cause AVL tree to perform left-right rotation. |
| Left Rotation | We first perform the left rotation on the left subtree of **C**. This makes **A**, the left subtree of **B**. |
| Left Rotation | Node **C** is still unbalanced, however now, it is because of the left-subtree of the left-subtree. |
| Right Rotation | We shall now right-rotate the tree, making **B** the new root node of this subtree. **C** now becomes the right subtree of its own left subtree. |
| Balanced Avl Tree | The tree is now balanced. |

### Right-Left Rotation

The second type of double rotation is Right-Left Rotation. It is a combination of right rotation followed by left rotation.

|  |  |
| --- | --- |
| **State** | **Action** |
| Left Subtree of Right Subtree | A node has been inserted into the left subtree of the right subtree. This makes **A**, an unbalanced node with balance factor 2. |
| Subtree Right Rotation | First, we perform the right rotation along **C** node, making **C** the right subtree of its own left subtree **B**. Now, **B** becomes the right subtree of **A**. |
| Right Unbalanced Tree | Node **A** is still unbalanced because of the right subtree of its right subtree and requires a left rotation. |
| Left Rotation | A left rotation is performed by making **B** the new root node of the subtree. **A** becomes the left subtree of its right subtree **B**. |
| Balanced AVL Tree | The tree is now balanced. |

**Approch for finding minimum element:**

* Traverse the node from root to left recursively until left is NULL.
* The node whose left is NULL is the node with minimum value.

**Approch for finding maximum element:**

* Traverse the node from root to right recursively until right is NULL.
* The node whose right is NULL is the node with maximum value.

Implementation of the above approches.

// C++ program to find maximum or minimum element in binary search tree

#include <bits/stdc++.h>

using namespace std;

struct node

{

int key;

struct node \*left, \*right;

};

// A utility function to create a new BST node

struct node \*newNode(int item)

{

struct node \*temp = (struct node \*)malloc(sizeof(struct node));

temp->key = item;

temp->left = temp->right = NULL;

return temp;

}

/\* A utility function to insert a new node with given key in BST \*/

struct node\* insert(struct node\* node, int key)

{

struct node \*newNode(int );

/\* If the tree is empty, return a new node \*/

if (node == NULL) return newNode(key);

/\* Otherwise, recur down the tree \*/

if (key < node->key)

node->left = insert(node->left, key);

else if (key > node->key)

node->right = insert(node->right, key);

/\* return the (unchanged) node pointer \*/

return node;

}

/\* Given a non-empty binary search tree,

return the minimum data value found in that

tree. Note that the entire tree does not need

to be searched. \*/

int minValue(struct node\* node)

{

struct node\* current = node;

/\* loop down to find the leftmost leaf \*/

while (current->left != NULL)

{

current = current->left;

}

return(current->key);

}

/\* Given a non-empty binary search tree,

return the maximum data value found in that

tree. Note that the entire tree does not need

to be searched. \*/

int maxValue(struct node\* node)

{

struct node\* current = node;

/\* loop down to find the leftmost leaf \*/

while (current->right != NULL)

{

current = current->right;

}

return(current->key);

}

// Driver Program to test above functions

int main()

{

int maxValue(struct node\* );

struct node\* insert(struct node\* , int );

int minValue(struct node\* );

struct node \*root = NULL;

root = insert(root, 8);

insert(root, 3);

insert(root, 10);

insert(root, 1);

insert(root, 6);

insert(root, 4);

insert(root, 7);

insert(root, 5);

insert(root, 10);

insert(root, 9);

insert(root, 13);

insert(root, 11);

insert(root, 14);

insert(root, 12);

insert(root, 2);

cout << "\n Minimum value in BST is " << minValue(root)<<endl;

cout << "\n Maximum value in BST is " << maxValue(root);

return 0;

}

C++

Copy

Output:

Minimum value in BST is 1

Maximum value in BST is 14

PART4

**1.Define graph.**

a graph is an abstract data type that is meant to implement the undirected graph and directed graph concepts from the field of graph theory within mathematics.

**2.Define node edge, vertex, degree and cycle of a graph.**

Degree: Degree of any vertex is **defined as the number of edge Incident on it**. ... The cycle graph with n vertices is called Cn. Properties of Cycle Graph:- It is a Connected Graph. A Cycle Graph or Circular Graph is a graph that consists of a single cycle.

A vertex (or node) of a graph is **one of the objects that are connected together**. The connections between the vertices are called edges or links. A graph with 10 vertices (or nodes) and 11 edges (links). For more information about graph vertices, see the network introduction.

A Graph is a non-linear data structure consisting of nodes and edges. The nodes are sometimes also referred to as vertices and the edges are **lines or arcs that connect any two nodes in the graph**. ... For example, in Facebook, each person is represented with a vertex(or node).

**3.Define tree graph.**

Tree is a **non-linear data structure in which elements are arranged in multiple levels**. A Graph is also a non-linear data structure. Structure. It is a collection of edges and nodes.

**4.Define digraph, directed graph and undirected graph with an example**

A directed graph is sometimes called a digraph or a directed network. In contrast, a graph where the edges are bidirectional is called an undirected graph. ... One can formally define a directed graph as **G=(N,E)**, consisting of the set N of nodes and the set E of edges, which are ordered pairs of elements of N.

**5.Define connected graph. Say when a graph G is said to be complete.**

connected graph **A graph in which there is a path joining each pair of vertices, the graph being undirected**. It is always possible to travel in a connected graph between one vertex and any other; no vertex is isolated.

A complete graph is **a graph with N vertices and an edge between every two vertices.** ▶ There are no loops. ▶ Every two vertices share exactly one edge. We use the symbol KN for a complete graph with N vertices.

**6.Define strongly connected and weakly connected graph.**

Strongly Connected: A graph is said to be strongly connected if every pair of vertices(u, v) in the graph contains a path between each other. ... Weakly Connected: A graph is said to be weakly connected **if there doesn't exist any path between any two pairs of vertices**.

**7.Define adjacency matrix for graph G with example.**

an adjacency matrix is a square matrix used to represent a finite graph. The elements of the matrix indicate whether pairs of vertices are adjacent or not in the graph. In the special case of a finite simple graph, the adjacency matrix is a-matrix with zeros on its diagonal.

**8.Name the two standard ways of maintaining graph in memory.**

There are two standard ways of maintaining a graph G in the memory of a computer. One way, called the sequential representation ofG is by means of its adjacency matrixA. The other way, **called the linked representation or adjacency structure of G, uses linked lists of neighbors**.

**9.Define spanning tree.**

A spanning tree is **a tree that connects all the vertices of a graph with the minimum possible number of edges**. Thus, a spanning tree is always connected.

**10.Give the various types of graph traversal methods.**

The graph has two types of traversal algorithms. These are called **the Breadth First Search and Depth First Search**.

**11.What is NP –Hard problem?**

A problem is NP-hard **if all problems in NP are polynomial time reducible to it**, even though it may not be in NP itself. If a polynomial time algorithm exists for any of these problems, all problems in NP would be polynomial time solvable. These problems are called NP-complete.

**12.Write short notes on NP complete problem.**

A problem is called NP (nondeterministic polynomial) if its solution can be guessed and verified in polynomial time; nondeterministic means that no particular rule is followed to make the guess. If a problem is NP and all other NP problems are polynomial-time reducible to it, the problem is NP**-complete**.

**13.Give the properties of NP Hard and NP completeness**

A problem is NP-hard if all problems in **NP are polynomial time reducible to it**, even though it may not be in NP itself. If a polynomial time algorithm exists for any of these problems, all problems in NP would be polynomial time solvable. These problems are called NP-complete.

**14.Define Topological sorting. Give algorithm.**

a topological sort or topological ordering of a directed graph is a linear ordering of its vertices such that for every directed edge uv from vertex u to vertex v, u comes before v in the ordering.

topological\_sort(N, adj[N][N])

T = []

visited = []

in\_degree = []

for i = 0 to N

in\_degree[i] = visited[i] = 0

for i = 0 to N

for j = 0 to N

if adj[i][j] is TRUE

in\_degree[j] = in\_degree[j] + 1

for i = 0 to N

if in\_degree[i] is 0

enqueue(Queue, i)

visited[i] = TRUE

while Queue is not Empty

vertex = get\_front(Queue)

dequeue(Queue)

T.append(vertex)

for j = 0 to N

if adj[vertex][j] is TRUE and visited[j] is FALSE

in\_degree[j] = in\_degree[j] - 1

if in\_degree[j] is 0

enqueue(Queue, j)

visited[j] = TRUE

return T

**15.List out the applications of DFS and BFS**

|  |  |
| --- | --- |
| **BFS** | **DFS** |
| It uses a queue to keep track of the next location to visit. | It uses a stack to keep track of the next location to visit. |
| BFS traverses according to tree level. | DFS traverses according to tree depth. |
| It is implemented using FIFO list. | It is implemented using LIFO list. |

**1.What is the worst case running time for Dijikstra’s Algorithm?**

Each pop operation takes **O(log V)** time assuming the heap implementation of priority queues. So the total time required to execute the main loop itself is O(V log V).

PART 5.

**1.Define Program.**

A computer is a tool that provides information and entertainment by means of a computer program written in a programming language. A computer program in its human-readable form is called source code.

**2.Define Algorithm.**

Algorithm is a step-by-step procedure, which **defines a set of instructions to be executed in a certain order to get the desired output**. Algorithms are generally created independent of underlying languages, i.e. an algorithm can be implemented in more than one programming language.

**3.Define Problem Definition Phase**

As your intuition would suggest, a **problem is a task to be performed**. It is best thought of in terms of inputs and matching outputs. A problem definition should not include any constraints on how the problem is to be solved.

**4.What are the problem solving strategies?**

* Developing an approach to understanding the problem.
* Thinking of a correct basic solution.
* Designing step-by-step pseudocode solution.
* Analyzing the efficiency of a solution.
* Optimizing the solution further.
* Transforming pseudocode into a correct code.

**5.Define Top Down Design.**

Top-down and bottom-up are both strategies of information processing and knowledge ordering, used in a variety of fields including software, humanistic and scientific theories, and management and organization. In practice, they can be seen as a style of thinking, teaching, or leadership.

**6.What is the basic idea behind Divide & Conquer Strategy?**

The divide-and-conquer paradigm is often used to find an optimal solution of a problem. Its basic idea is **to decompose a given problem into two or more similar, but simpler, subproblems, to solve them in turn, and to compose their solutions to solve the given problem**.

**7.Define Program Verification.**

Program verification aims **to use formal proofs to demonstrate that programs behave according to formal specifications**. Proving programs correct or even partially correct has been a hot topic for decades. ... The basic idea is to use symbolic execution and some Hoare-style proof rules to generate verification conditions.

**9. Define Symbolic Execution**

 symbolic execution is a means of analyzing a program to determine what inputs cause each part of a program to execute. An interpreter follows the program, assuming symbolic values for inputs rather than obtaining actual inputs as normal execution of the program would.

**11.Define the qualities of good algorithm.**

Input: a good algorithm **must be able to accept a set of defined input**. Output: a good algorithm should be able to produce results as output, preferably solutions. Finiteness: the algorithm should have a stop after a certain number of instructions. Generality: the algorithm must apply to a set of defined inputs.

**12. Define Computational Complexity.**

Computational complexity theory focuses on classifying computational problems according to their resource usage, and relating these classes to each other. A computational problem is a task solved by a computer. A computation problem is solvable by mechanical application of mathematical steps, such as an algorithm.

**13.What is O –notation?**

The Big O notation is **used to express the upper bound of the runtime of an algorithm** and thus measure the worst-case time complexity of an algorithm. It analyses and calculates the time and amount of memory required for the execution of an algorithm for an input value.

**14.What is Recursion? Explain with an example.**

Recursion is **a process in which the function calls itself indirectly or directly in order to solve the problem**. The function that performs the process of recursion is called a recursive function. There are certain problems that can be solved pretty easily with the help of a recursive algorithm.

 For example, we can define the operation "**find your way home**" as: If you are at home, stop moving. Take one step toward home.

**15.List out the performance measures of an algorithm.**

There are many ways in which the resources used by an algorithm can be measured: the two most common measures are **speed and memory usage**; other measures could include transmission speed, temporary disk usage, long-term disk usage, power consumption, total cost of ownership, response time to external stimuli, etc.

**16.Define Algorithm & Notion of algorithm**

An algorithm is a finite sequence of well-defined instructions, typically used to solve a class of specific problems or to perform a computation.

An algorithm (pronounced AL-go-rith-um) is **a procedure or formula for solving a problem, based on conducting a sequence of specified actions**. A computer program can be viewed as an elaborate algorithm. ... Algorithms are widely used throughout all areas of IT (information technology).